**H1B Data Analysis:**

**Let’s create a table to load the h1b applicant’s data as shown below.**

CREATE TABLE h1b\_applications(s\_no int,case\_status string, employer\_name string, soc\_name string, job\_title string, full\_time\_position string,prevailing\_wage int,year string, worksite string, longitute double, latitute double )

ROW FORMAT SERDE 'org.apache.hadoop.hive.serde2.OpenCSVSerde'

WITH SERDEPROPERTIES (

"separatorChar" = ",",

"quoteChar" = "\""

) STORED AS TEXTFILE;

**We have created a table with name h1b\_applications. Let’s load the data into the table.**

load data local inpath '/home/manmath/Documents/datasets/h1b.csv' into table h1b\_applications;

**We have successfully loaded the data into the table.**

**We fired a query on the table to check whether the data is loaded successfully or not.**

select \* from h1b\_applications limit 10;

**Q.1.a)Is the number of petitions with Data Engineer job title increasing over time?(solved by Hive)**

**Here we will find the number of applicants applied for the various kind of data engineer positions**.

select year,count(year)from h1b\_applications where job\_title LIKE'%DATA ENGINEER%'group by year;

Here is the result of this query:
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In the below screenshot you can see the visualization graph.

![https://i0.wp.com/s3.amazonaws.com/acadgildsite/wordpress_images/bigdatadeveloper/h1b_data_analysis/3.de_inc_bar.png?resize=768%2C246&ssl=1](data:image/png;base64,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)

**Solved by MapReduce:**

1. **Java Code:**

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

public class Question1a {

public static void main(String args[]) throws Exception

{

Configuration conf= new Configuration();

Job job= Job.getInstance(conf,"Question 1a");

job.setJarByClass(Question1a.class);

job.setMapperClass(Question1aMapper.class);

job.setReducerClass(Question1aReducer.class);

job.setMapOutputKeyClass(Text.class);

job.setMapOutputValueClass(LongWritable.class);

job.setOutputKeyClass(Text.class);

job.setOutputValueClass(LongWritable.class);

FileInputFormat.addInputPath(job,new Path(args[0]));

FileOutputFormat.setOutputPath(job, new Path(args[1]));

System.exit(job.waitForCompletion(true)?1:0);

}

}

1. **Mapper:**

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

public class Question1a {

public static void main(String args[]) throws Exception

{

Configuration conf= new Configuration();

Job job= Job.getInstance(conf,"Question 1a");

job.setJarByClass(Question1a.class);

job.setMapperClass(Question1aMapper.class);

job.setReducerClass(Question1aReducer.class);

job.setMapOutputKeyClass(Text.class);

job.setMapOutputValueClass(LongWritable.class);

job.setOutputKeyClass(Text.class);

job.setOutputValueClass(LongWritable.class);

FileInputFormat.addInputPath(job,new Path(args[0]));

FileOutputFormat.setOutputPath(job, new Path(args[1]));

System.exit(job.waitForCompletion(true)?1:0);

}

}

1. **Reducer:**

import java.io.IOException;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Reducer;

public class Question1aReducer extends Reducer <Text,LongWritable,Text,LongWritable>

{ LongWritable SUM=new LongWritable(0); int i=0;

String[] years={"2011","2012","2013","2014","2015","2016"};

long [] arr=new long[6];

public void reduce(Text key,Iterable<LongWritable> values ,Context context) throws IOException, InterruptedException

{

long sum=0;

for(LongWritable val:values)

sum+=val.get();

arr[i++]=sum;

}

public void cleanup(Context context) throws IOException, InterruptedException

{

for (int i=0;i<6;i++)

if (i==0)

context.write(new Text(years[i]), new LongWritable(0));

else

context.write(new Text(years[i]),new LongWritable((arr[i]-arr[i-1])\*100/arr[i-1]));

}

}

**Q.1 (b) Find top 5 job titles who are having highest average growth in applications. (solved by Pig)**

REGISTER '/home/manmath/BigData/external\_jars/piggybank-0.13.0.jar'; --Register external jar 'Piggy Bank.jar'

DEFINE CSVExcelStorage org.apache.pig.piggybank.storage.CSVExcelStorage; -- within the jar define a function CSVExcelStorage()

data = LOAD '/home/ayush/DatasetsandCodes/h1b\_applications.csv' USING CSVExcelStorage() as

(s\_no:int,

case\_status:chararray,

employer\_name:chararray,

soc\_name:chararray,

job\_title:chararray,

full\_time\_position:chararray,

prevailing\_wage:int,

year:chararray,

worksite:chararray,

longitute:double,

latitute:double); --Load data

noheader= filter data by $0>=1; --Remove header

cleansed= filter noheader by $7 matches '2011'; --filtering dataset by year

a= group cleansed by $4; --grouping by job

step\_a= foreach a generate group,COUNT($1); --generate year,job,count

leansed= filter noheader by $7 matches '2012'; --filtering dataset by year

a= group cleansed by $4; --grouping by job

step\_b= foreach a generate group,COUNT($1); --generate year,job,count

cleansed= filter noheader by $7 matches '2013'; --filtering dataset by year

a= group cleansed by $4; --grouping by job

step\_c= foreach a generate group,COUNT($1); --generate year,job,count

cleansed= filter noheader by $7 matches '2014'; --filtering dataset by year

a= group cleansed by $4; --grouping by job

step\_d= foreach a generate group,COUNT($1); --generate year,job,count

cleansed= filter noheader by $7 matches '2015'; --filtering dataset by year

a= group cleansed by $4; --grouping by job

step\_e= foreach a generate group,COUNT($1); --generate year,job,count

cleansed= filter noheader by $7 matches '2016'; --filtering dataset by year

a= group cleansed by $4; --grouping by job

step\_f= foreach a generate group,COUNT($1); --generate year,job,count

joined= join step\_a by $0,step\_b by $0,step\_c by $0,step\_d by $0,step\_e by $0,step\_f by $0;

yearwiseapplications= foreach joined generate $0,$1,$3,$5,$7,$9,$11;

--generate progressive growth

progressivegrowth= foreach yearwiseapplications generate $0,

(float)($6-$5)\*100/$5,(float)($5-$4)\*100/$4,

(float)($4-$3)\*100/$3,(float)($3-$2)\*100/$2,

(float)($2-$1)\*100/$1;

--average progressive growth

avgprogressivegrowth= foreach progressivegrowth generate $0,($1+$2+$3+$4+$5)/5;

---ordered progressive growth

orderedavggrowth= order avgprogressivegrowth by $1 desc;

--display top5 only

answer = limit orderedavggrowth 5;

dump answer;

**Q.2 a) Which part of the US has the most Data Engineer jobs for each year?(solved by Pig)**

REGISTER '/home/Manmath/BigData/external\_jars/piggybank-0.13.0.jar'; --Register external jar 'Piggy Bank.jar'

DEFINE CSVExcelStorage org.apache.pig.piggybank.storage.CSVExcelStorage; -- within the jar define a function CSVExcelStorage()

data = LOAD '/home/ayush/DatasetsandCodes/h1b\_applications.csv' USING CSVExcelStorage() as

(s\_no:int,

case\_status:chararray,

employer\_name:chararray,

soc\_name:chararray,

job\_title:chararray,

full\_time\_position:chararray,

prevailing\_wage:int,

year:chararray,

worksite:chararray,

longitute:double,

latitute:double); --Load data

noheader= filter data by $0>=1; --Remove header

cleansed= filter noheader by $4 matches '.\*DATA ENGINEER.\*' and $7 matches '2011'; --filtering dataset which contains 'DATA ENGINEER' .

a= group cleansed by $8; --grouping by worksite

step\_a= foreach a generate '2011',group,COUNT($1); --generate year,worksite,count

step\_b= order step\_a by $2 desc;

answer\_2011= limit step\_b 1;

cleansed= filter noheader by $4 matches '.\*DATA ENGINEER.\*' and $7 matches '2012'; --filtering dataset which contains 'DATA ENGINEER' .

a= group cleansed by $8; --grouping by worksite

step\_a= foreach a generate '2012',group,COUNT($1); --generate year,worksite,count

step\_b= order step\_a by $2 desc;

answer\_2012= limit step\_b 1;

cleansed= filter noheader by $4 matches '.\*DATA ENGINEER.\*' and $7 matches '2013';

a= group cleansed by $8;

step\_a= foreach a generate '2013',group,COUNT($1);

step\_b= order step\_a by $2 desc;

answer\_2013= limit step\_b 1;

cleansed= filter noheader by $4 matches '.\*DATA ENGINEER.\*' and $7 matches '2014';

a= group cleansed by $8;

step\_a= foreach a generate '2014',group,COUNT($1);

step\_b= order step\_a by $2 desc;

answer\_2014= limit step\_b 1;

cleansed= filter noheader by $4 matches '.\*DATA ENGINEER.\*' and $7 matches '2015';

a= group cleansed by $8;

step\_a= foreach a generate '2015',group,COUNT($1);

step\_b= order step\_a by $2 desc;

answer\_2015= limit step\_b 1;

cleansed= filter noheader by $4 matches '.\*DATA ENGINEER.\*' and $7 matches '2016';

a= group cleansed by $8;

step\_a= foreach a generate '2016',group,COUNT($1);

step\_b= order step\_a by $2 desc;

answer\_2016= limit step\_b 1;

dump answer\_2011; --display answers for every year

dump answer\_2012;

dump answer\_2013;

dump answer\_2014;

dump answer\_2015;

dump answer\_2016;

**Solved by Map Reduce:**

1. **Java Code :**

import java.io.IOException;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

public class Question2a

{

public static void main(String args[]) throws IOException, InterruptedException, ClassNotFoundException

{

Configuration conf = new Configuration();

Job job = Job.getInstance(conf, "Top 5 Data Engineer in a worksite");

job.setJarByClass(Question2a.class);

job.setMapperClass(Question2aMapper.class);

job.setPartitionerClass(Question2aPartitioner.class);

job.setReducerClass(Question2aReducer.class);

job.setNumReduceTasks(7);

job.setMapOutputKeyClass(Text.class);

job.setMapOutputValueClass(LongWritable.class);

job.setOutputKeyClass(NullWritable.class);

job.setOutputValueClass(Text.class);

FileInputFormat.addInputPath(job, new Path(args[0]));

FileOutputFormat.setOutputPath(job, new Path(args[1]));

System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

1. **Mapper:**

import java.io.IOException;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Mapper;

public class Question2aMapper extends Mapper < LongWritable, Text, Text, LongWritable > {

LongWritable one = new LongWritable(1);

public void map(LongWritable key, Text values, Context context) throws IOException,

InterruptedException {

if (key.get() > 0)

{

String[] token = values.toString().split(",(?=([^\"]\*\"[^\"]\*\")\*[^\"]\*$)");

if (token[4] != null && token[4].contains("DATA ENGINEER") && token[8] != null && !token[8].equals("NA")) {

Text answer = new Text(token[8].replaceAll("\"", "") + "\t" + token[7]);

context.write(answer, one);

}

}

}

}

1. **Partitioner:**

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Partitioner;

public class Question2aPartitioner extends

Partitioner < Text, LongWritable > {

@Override

public int getPartition(Text key, LongWritable value, int numReduceTasks) {

String[] str = key.toString().split("\t");

if (str[1].equals("2011"))

return 0;

if (str[1].equals("2012"))

return 1;

if (str[1].equals("2013"))

return 2;

if (str[1].equals("2014"))

return 3;

if (str[1].equals("2015"))

return 4;

if (str[1].equals("2016"))

return 5;

else

return 6;

}

}

1. **Reducer:**

import java.io.IOException;

import java.util.TreeMap;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Reducer;

public class Question2aReducer extends Reducer<Text,LongWritable,NullWritable,Text>

{

private TreeMap<LongWritable, Text> Top5DataEngineer = new TreeMap<LongWritable, Text>();

long sum=0;

public void reduce(Text key,Iterable <LongWritable> values,Context context) throws IOException, InterruptedException

{

sum=0;

for(LongWritable val:values)

{

sum+=val.get();

}

Top5DataEngineer.put(new LongWritable(sum),new Text(key+","+sum));

if (Top5DataEngineer.size()>5)

Top5DataEngineer.remove(Top5DataEngineer.firstKey());

}

protected void cleanup(Context context)throws IOException, InterruptedException

{

for (Text t : Top5DataEngineer.descendingMap().values())

context.write(NullWritable.get(), t);

}

}

**Q.2b) find top 5 locations in the US that have got certified visa for each year. (solved by Hive)**

select worksite,count(case\_status) as t,year from h1b\_applications where year ='2011' and case\_status='CERTIFIED' group by worksite,year order by t desc limit 5;

select worksite,count(case\_status) as t,year from h1b\_applications where year ='2012' and case\_status='CERTIFIED' group by worksite,year order by t desc limit 5;

select worksite,count(case\_status) as t,year from h1b\_applications where year ='2013' and case\_status='CERTIFIED' group by worksite,year order by t desc limit 5;

select worksite,count(case\_status) as t,year from h1b\_applications where year ='2014' and case\_status='CERTIFIED' group by worksite,year order by t desc limit 5;

select worksite,count(case\_status) as t,year from h1b\_applications where year ='2015' and case\_status='CERTIFIED' group by worksite,year order by t desc limit 5;

select worksite,count(case\_status) as t,year from h1b\_applications where year ='2016' and case\_status='CERTIFIED' group by worksite,year order by t desc limit 5;

**Q.3 Which industry has the most number of Data Scientist positions?(solved by Hive)**

select soc\_name,count(soc\_name)ascnt from h1b\_applications where job\_title LIKE'%DATA SCIENTIST%'group by soc\_name order by cnt desc;

**Statisticians industry need more data scientists.**

**Solved by MapReduce:**

1. **Java Code:**

import java.io.IOException;

import java.util.TreeMap;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Reducer;

public class Question2aReducer extends Reducer<Text,LongWritable,NullWritable,Text>

{

private TreeMap<LongWritable, Text> Top5DataEngineer = new TreeMap<LongWritable, Text>();

long sum=0;

public void reduce(Text key,Iterable <LongWritable> values,Context context) throws IOException, InterruptedException

{

sum=0;

for(LongWritable val:values)

{

sum+=val.get();

}

Top5DataEngineer.put(new LongWritable(sum),new Text(key+","+sum));

if (Top5DataEngineer.size()>5)

Top5DataEngineer.remove(Top5DataEngineer.firstKey());

}

protected void cleanup(Context context)throws IOException, InterruptedException

{

for (Text t : Top5DataEngineer.descendingMap().values())

context.write(NullWritable.get(), t);

}

1. **Mapper:**

import java.io.IOException;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Mapper;

public class Question3Mapper extends Mapper < LongWritable, Text, Text, LongWritable > {

LongWritable one = new LongWritable(1);

public void map(LongWritable key, Text values, Context context) throws IOException,

InterruptedException {

if (key.get() > 0) {

String[] token = values.toString().split(",(?=([^\"]\*\"[^\"]\*\")\*[^\"]\*$)");

if (token[4].contains("DATA SCIENTIST")) {

Text answer = new Text(token[3].replaceAll("\"", ""));

context.write(answer, one);

}

}

}

}

1. **Reducer:**

import java.io.IOException;

import java.util.TreeMap;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Reducer;

public class Question3Reducer extends Reducer < Text, LongWritable, NullWritable, Text > {

private TreeMap < LongWritable,

Text > DataScientistJobs = new TreeMap < LongWritable,

Text > ();

public void reduce(Text key, Iterable < LongWritable > values, Context context) throws IOException,

InterruptedException {

long sum = 0;

for (LongWritable val: values)

sum += val.get();

DataScientistJobs.put(new LongWritable(sum), new Text(key.toString().replaceAll("\"", "") + "," + sum));

if (DataScientistJobs.size() > 5)

DataScientistJobs.remove(DataScientistJobs.firstKey());

}

protected void cleanup(Context context) throws IOException,

InterruptedException {

for (Text t: DataScientistJobs.descendingMap().values())

context.write(NullWritable.get(), t);

}

}

**Q.4 . Which employers file the most petitions each year?(solved by Hive)**

select employer\_name,year,count(year)ascnt from h1b\_applications group by year,employer\_name order by cnt;

**Infosys ltd has received more number of petitions for 2013,2014,2015,2016 years.**

**Solved by MapReduce:**

1. **Java Code:**

import java.io.IOException;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.mapreduce.Job;

import org.apache.hadoop.conf.Configuration;

import org.apache.hadoop.fs.Path;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat;

import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

public class Question4 {

public static void main(String args[]) throws IOException, InterruptedException, ClassNotFoundException

{

Configuration conf = new Configuration();

Job job = Job.getInstance(conf, "Top 5 Employers");

job.setJarByClass(Question4.class);

job.setMapperClass(Question4Mapper.class);

job.setPartitionerClass(Question4Partitioner.class);

job.setReducerClass(Question4Reducer.class);

job.setNumReduceTasks(7);

job.setMapOutputKeyClass(Text.class);

job.setMapOutputValueClass(LongWritable.class);

job.setOutputKeyClass(NullWritable.class);

job.setOutputValueClass(Text.class);

FileInputFormat.addInputPath(job, new Path(args[0]));

FileOutputFormat.setOutputPath(job, new Path(args[1]));

System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

1. **Mapper:**

import java.io.IOException;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Mapper;

public class Question4Mapper extends Mapper < LongWritable, Text, Text, LongWritable > {

LongWritable one = new LongWritable(1);

public void map(LongWritable key, Text value, Context context) throws IOException,

InterruptedException {

if (key.get() > 0)

{

String[] token = value.toString().split(",(?=([^\"]\*\"[^\"]\*\")\*[^\"]\*$)");

if (!token[1].equals("NA") && token[1] != null && !token[2].equals("NA") && token[2] != null && !token[7].equals("NA") && token[7] != null) {

Text answer = new Text(token[2].replaceAll("\"", "") + "\t" + token[7]);

context.write(answer, one);

}

}

}

}

1. **Partitioner:**

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Partitioner;

public class Question4Partitioner extends

Partitioner < Text, LongWritable > {

@Override

public int getPartition(Text key, LongWritable value, int numReduceTasks) {

String[] str = key.toString().split("\t");

if (str[1].equals("2011"))

return 0;

if (str[1].equals("2012"))

return 1;

if (str[1].equals("2013"))

return 2;

if (str[1].equals("2014"))

return 3;

if (str[1].equals("2015"))

return 4;

if (str[1].equals("2016"))

return 5;

else

return 6;

}

}

1. **Reducer:**

import java.io.IOException;

import java.util.TreeMap;

import org.apache.hadoop.io.LongWritable;

import org.apache.hadoop.io.NullWritable;

import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Reducer;

public class Question4Reducer extends Reducer < Text, LongWritable, NullWritable, Text > {

private TreeMap < LongWritable,

Text > Top5Employers = new TreeMap < LongWritable,

Text > ();

long sum = 0;

public void reduce(Text key, Iterable < LongWritable > values, Context context) throws IOException,

InterruptedException {

sum = 0;

for (LongWritable val: values) {

sum += val.get();

}

Top5Employers.put(new LongWritable(sum), new Text(key + "," + sum));

if (Top5Employers.size() > 5)

Top5Employers.remove(Top5Employers.firstKey());

}

protected void cleanup(Context context) throws IOException,

InterruptedException {

for (Text t: Top5Employers.descendingMap().values())

context.write(NullWritable.get(), t);

}

}

**Q.5. Find the most popular top 10job positions for H1B visa applications for each year? (solved by Hive)**

select job\_title,year,count(case\_status ) as temp from h1b\_applications where year =2011group by job\_title,year order by temp desclimit10;

select job\_title,year,count(case\_status ) as temp from h1b\_applications where year =2012group by job\_title,year order by temp desclimit10;

select job\_title,year,count(case\_status ) as temp from h1b\_applications where year =2013group by job\_title,year order by temp desclimit10;

select job\_title,year,count(case\_status ) as temp from h1b\_applications where year =2014group by job\_title,year order by temp desclimit10;

select job\_title,year,count(case\_status ) as temp from h1b\_applications where year =2015group by job\_title,year order by temp desclimit10;

select job\_title,year,count(case\_status ) as temp from h1b\_applications where year =2016group by job\_title,year order by temp desclimit10;

**Q.6. Find the percentage and the count of each case status on total applications for each year?Create a line graph depicting the pattern of all the cases over the period of time.(solved by Pig)**

REGISTER '/home/manmath/BigData/external\_jars/piggybank-0.13.0.jar'; --Register external jar 'Piggy Bank.jar'

DEFINE CSVExcelStorage org.apache.pig.piggybank.storage.CSVExcelStorage; -- within the jar define a function CSVExcelStorage()

data = LOAD '/home/ayush/DatasetsandCodes/h1b\_applications.csv' USING CSVExcelStorage() as

(s\_no:int,

case\_status:chararray,

employer\_name:chararray,

soc\_name:chararray,

job\_title:chararray,

full\_time\_position:chararray,

prevailing\_wage:int,

year:chararray,

worksite:chararray,

longitute:double,

latitute:double); --load data

noheader= filter data by $0>=1; --remove header

cleansed= filter noheader by $1 is not null and $1!='NA';

temp= group cleansed by $7;

total= foreach temp generate group,COUNT(cleansed.$1);

--describe total;dump total;

**Q.7. Create a bar graph to depict the number of applications for each year?(solved by Hive)**

select year,count(\*) from h1b\_applications where year !=null and year!='NA' group by year order by year;

**8) Find the average Prevailing Wage for each job for each year (take part time and full time separate). Arrange output in descending order.(solved by Hive)**

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='Y'and year='2011'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='N'and year='2011'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='Y'and year='2012'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='N'and year='2012'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='Y'and year='2013'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='N'and year='2013'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='Y'and year='2014'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='N'and year='2014'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='Y'and year='2015'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='N'and year='2015'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='Y'and year='2016'group by job\_title,full\_time\_position,year order by average desc;

select job\_title,full\_time\_position,year,avg(prevailing\_wage) as average from h1b\_applications where full\_time\_position ='N'and year='2016'group by job\_title,full\_time\_position,year order by average desc;

**Q.9) Which are employers who have the highest success rate in petitions more than 70% in petitions and total petitions filed more than 1000?(solved by Pig)**

REGISTER '/home/manmath/BigData/external\_jars/piggybank-0.13.0.jar'; --Register external jar 'Piggy Bank.jar'

DEFINE CSVExcelStorage org.apache.pig.piggybank.storage.CSVExcelStorage; -- within the jar define a function CSVExcelStorage()

data = LOAD '/home/ayush/DatasetsandCodes/h1b\_applications.csv' USING CSVExcelStorage() as

(s\_no:int,

case\_status:chararray,

employer\_name:chararray,

soc\_name:chararray,

job\_title:chararray,

full\_time\_position:chararray,

prevailing\_wage:int,

year:chararray,

worksite:chararray,

longitute:double,

latitute:double);

noheader= filter data by $0>=1; --Remove header

cleansed= filter noheader by $1 is not null and $1!='NA';

temp= group cleansed by $2;

total= foreach temp generate group,COUNT(cleansed.$1); --Group by employername and count the case statuses as a whole

certified= filter noheader by $1 == 'CERTIFIED';

temp1= group certified by $2;

totalcertified= foreach temp1 generate group,COUNT(certified.$1); --Group by employername and count the case status = 'CERTIFIED'

certified= filter noheader by $1 == 'CERTIFIED-WITHDRAWN';

temp2= group certified by $2;

totalcertifiedwithdrawn= foreach temp2 generate group,COUNT(certified.$1); --Group by employername and count the case status = 'CERTIFIED-WITHDRAWN'

joined= join totalcertified by $0,totalcertifiedwithdrawn by $0,total by $0;

--dump joined;

joined= foreach joined generate $0,$1,$3,$5;

intermediateoutput= foreach joined generate $0,(float)($1+$2)\*100/($3),$3;

intermediateoutput2= filter intermediateoutput by $1>70 and $2>1000; --Filter by success-rate greater than 70% and petition count above 1000

finaloutput= order intermediateoutput2 by $1 DESC;

dump final output;

**Q.10) Which are the top 10 job positions that have success rate more than 70% in petitions and total petitions filed more than 1000? (solved by Pig)**

REGISTER '/home/manmath/BigData/external\_jars/piggybank-0.13.0.jar'; --Register external jar 'Piggy Bank.jar'

DEFINE CSVExcelStorage org.apache.pig.piggybank.storage.CSVExcelStorage; -- within the jar define a function CSVExcelStorage()

data = LOAD '/home/ayush/DatasetsandCodes/h1b\_applications.csv' USING CSVExcelStorage() as

(s\_no:int,

case\_status:chararray,

employer\_name:chararray,

soc\_name:chararray,

job\_title:chararray,

full\_time\_position:chararray,

prevailing\_wage:int,

year:chararray,

worksite:chararray,

longitute:double,

latitute:double);

noheader= filter data by $0>=1; --Remove header

--Count Total Applications

cleansed= filter noheader by $1 is not null and $1!='NA';

temp= group cleansed by $4;

total= foreach temp generate group,COUNT(cleansed.$1);

--Count Total Applications who are 'CERTIFIED'

certified= filter noheader by $1 == 'CERTIFIED';

temp1= group certified by $4;

totalcertified= foreach temp1 generate group,COUNT(certified.$1);

--Count Total Applications who are 'CERTIFIED-WITHDRAWN'

certified= filter noheader by $1 == 'CERTIFIED-WITHDRAWN';

temp2= group certified by $4;

totalcertifiedwithdrawn= foreach temp2 generate group,COUNT(certified.$1);

--SUCCESS\_RATE=(CERTIFIED+CERTIFIED-WITHDRAWN)/TOTAL X 100

joined= join totalcertified by $0,totalcertifiedwithdrawn by $0,total by $0;

joined= foreach joined generate $0,$1,$3,$5;

intermediateoutput= foreach joined generate $0,(float)($1+$2)\*100/($3),$3;

intermediateoutput2= filter intermediateoutput by $1>70 and $2>1000; --Filter by success-rate greater than 70% and petition count above 1000

finaloutput= order intermediateoutput2 by $1 DESC;

--STORE DATA INTO TEXT FILE

store finaloutput into '/home/ayush/Pig/question10' using PigStorage('\t');

**Q.11) Export result for question no 10 to MySql database.(solved by Sqoop)**

|  |
| --- |
|  |
|  | Hadoop fs –rm –r –f /Pig/Question10  hadoop fs -mkdir -p /Pig/Question10 |
|  | hadoop fs -put /home/manmath/Pig/question10/p\* /Pig/Question10/ |
|  | mysql -u root -p'4397' -e 'drop database question11;create database if not exists question11;use question11;create table question11(job\_title varchar(100),success\_rate float,petitions int);'; |
|  | sqoop export --connect jdbc:mysql://localhost/question11 --username root --password '4397' --table question11 --update-mode allowinsert --export-dir /Pig/Question10/p\* --input-fields-terminated-by '\t'; |
|  | echo -e '\n\nDisplay contents from MySQL Database.\n\n' |
|  | echo -e '\n10) Which are the top 10 job positions that have success rate more than 70% in petitions and total petitions filed more than 1000?\n\n' |
|  | mysql -u root -p'4397' -e 'select \* from question11.question11'; |